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ABSTRACT

This document is a user's manual for the LEAP language. LEAP
is an extended algebraic programming language which is similar in form
to ALGOL.8 Extensions include language forms for display output and
interactive input and facilities for building and manipulating associative
information structures. The basic algebraic language is described in

Sections I through IX; the extensions to LEAP are presented in the Appendices.

Accepted for the Air Force
Joseph R. Waterman, Lt. Col., USAF
Chief, Lincoln Laboratory Project Office
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I. VARIABLES
One may declare and use VARIABLES in LEAP. A variable is an
entity which has a NAME, a DATA TYPE, and a VALUE. The NAME of a

variable must consist only of alphanumeric characters and must start
with a letter. The number of characters allowed in a name is unlimited.
The DATA TYPE of a variable must be one of the following data types:

REAL

INTEGER

BOOLEAN

FIXED (i.e. fixed point fraction)

MATRIX

TEXTARRAY

REAL

INTEGER

BOOLEAN

FIXED

ARRAY

The VALUE of a variable is an algebraic quantity having the specified data
type. For example, if X were an INTEGER variable, it might have 46 as its
value. If Y were a BOOLEAN ARRAY, it would have an array of BOOLEAN
numbers as its value.

A. DECLARATIONS

All variables must be declared. The declaration of a variable may
occur either at the beginning of the LEAP program or at the beginning of
the outermost COMPOUND STATEMENT within which the variable is used
(see the discussion of COMPOUND STATEMENTS in Section V.E). A

typical declaration has a data type specification , a list of names, and
a semicolon. Examples:

REALX, Y, Z;

INTEGER ARRAY A, B;
A dynamic variable (a MATRIX, ARRAY or TEXTARRAY) may be declared with
information about its dimensions; for a complete discussion of dynamic

variables, see Section III.



1§68 CONSTANTS

Integer constants are converted to either radix 8 or 10, depending
on their form. Including sign, integer constants consist of 36 bits, float-
ing point constants of 27 bits of mantissa and 9 bits of characteristic, and

fractions of 36 bits, Omission of a preceding sign indicates a positive

number.
1. Decimal INTEGER constants are expressed by 1 to 11 digits
written without a decimal point.
Examples:
3
5:.27
=321
923
254 Octal INTEGER constants are expressed by 1 to 12 octal

digits and are written with a terminal decimal point.

Examples:
S
s
770770770777.
3 REAL (i.e., floating point) constants are expressed in two

ways, either by digits both before and after the decimal point (for example,

2.5 or -0.3), or by the exponential designation with an optional decimal

point:
Examples;
-2E-3 equals -0.002
«2E7 equals 2000000.0
2.E10 equals 20000000000.0
4, FIXED (i.e., decimal fraction) constants are expressed by a

decimal point followed by 1 to 10 digits:
Examples:
2 &
a 37
.002



S

6.
“FALSE" (Note:
THUS:

There is no facility for octal fraction constants in LEAP.

BOOLEAN constants are expressed as either "TRUE" or

this is not valid for typed input to a READ statement).

35,0 is
35 is
35. is

<35 is
TRUE is

REAL

decimal INTEGER
octal INTEGER
FIXED

BOOLEAN



QUL DYNAMIC VARIABLES

A. ARRAYS
An ARRAY is an ordered collection of ELEMENTS. A particular array
element is indicated by specifying a unique subscript for the element, as

illustrated below:

(1) AR, E2,E3, ..., En

In (1), the "Ei" are any INTEGER expressions, "n" is the number of dimen-
sions of the array, and A is the name of the array.

Each array element has a value. The data type of the elements of
an array is specified when the array is declared (e.g., REAL ARRAY A;).

An array may be declared with size and dimension information;
if this information is specified, then storage will be allocated at
program execution time for the array elements. If this information is not
specified, then no storage will be allocated until a statement is executed
which explicitly assigns storage to the array for its elements (see the
discussion of the assignment statement in section V-A.). The following
is the form for an array declaration with size and dimension information:

(2) (type) ARRAY (name) {al to a, b1 to bz, Ceen 2y
In (2), (type) is either REAL, INTEGER, BOOLEAN, or FIXED. The (name)

to zz};

is the name of the array. The other parameters are explained below:
a1 is the lower bound on the first dimension (if there is to be only
one dimension, then a, must equal 1)

1

a2 is the upper bound on the first dimension

bl is the lower bound on the second dimension
b2 is the upper bound on the second dimension, etc.
There is no limit on the number of dimensions, and the bounds may be any
INTEGER expressions.
B. TEXTARRAYS
A TEXTARRAY is a single dimensional array of characters, each repre-
sented by its integer character code. Like the ARRAY, a TEXTARRAY may be

declared with information about its size (the maximum number of characters



in the TEXTARRAY, including the 777. character);

(3) TEXTARRAY (name) AE ;

If no size information is given, then no storage will be allocated for the
TEXTARRAY elements by the declaration. This storage will be allocated

only by a subsequent assignment statement. In (3), (name) is the name
of the TEXTARRAY, and AE is an INTEGER expression specifying the size

of the TEXTARRAY.
A TEXTARRAY element is indicated by specifying its subscript:

Examples:

IF TAI= 777. THEN ...

777. —~TAI;

Gs MATRICES

The MATRIX in LEAP 1is a highly specialized entity. It always has
two dimensions, and its elements are always REAL numbers. Only one ex-
ponent is kept for all the elements; the elements are scaled appropriately.
Thus, information is lost if the values of elements differ by too many orders
of magnitude.

Matrices may be declared with no information about the number of
rows and columns (e.g., MATRIX (name);), or with such information given:

(4) MATRIX (name) aj BY bl:
If no dimension information is specified, then no storage will be allocated
for the matrix elements by the matrix declaration. As in the case of the

array, this storage will be allocated only when an assignment statement



explicitly assigns storage to the matrix.

If, as in (4), dimension information is specified, then appropriate
storage is allocated for the matrix, and all elements are initialized to zero.
In (4), ay .and b1 are INTEGER expressions. The declared matrix will have
aj] rows and by columns.

A matrix element is indicated by specifying the name of the matrix,
the row index, and the column index. These indexes may be any INTEGER
expressions between 1 and 256. Examples follow:

M (1, 2) row 1, column 2 element of M

M (K, T+ 1) row K, column J + 1 element of M

Matrices were introduced into LEAP to implement the parametric
homogeneous matrix representation for points, lines, and conics which is
described in Reference 9. LEAP has facilities for multiplying, inverting,
and adjoining matrices. A complete presentation of the operations which
apply to matrices is given in Section IV. C.

LEAP also has a facility for generating the appropriate display
instructions from a parametric homogeneous matrix description of a point,
line, or conic (see Appendix I).

Note: The word USELEAP must follow START in every LEAP program
in which MATRICES are used.

IV e EXPRESSIONS

Variables, constants, elements of dynamic variables, and/or

EXPRESSIONS may be combined by OPERATORS (e.g. + and -) to form

EXPRESSIONS. An expression has a data-type, and a value. The value is

computed by performing the indicated operation. For example, if X is a
REAL variable having 3.6 as its value, and Y is a REAL variable having 1.0
as its value, then

X+4.2xY

is a REAL expression with 7.8 as its value.



Note that we would expect the multiplication to be done before the

addition when the above expression is evaluated. In LEAP, the multiplication
operator (x) is said to have "higher precedence" than the addition operator (+).
We can classify the operators in LEAP by specifying their relative precedence,
or "binding power." The remainder of this section is a tabulation of the
operators in LEAP, organized in groups by operand type, and arranged within
groups in order of decreasing precedence. Note that the expression scan is
done from left to right. When operators of equal precedence are adjacent,
e.g., A+ B+ C, then the evaluation is performed from left to right, e.qg.,

(A+ B)+ C. When operators of different precedence are adjacent, the
operator of higher precedence is treated first. When in doubt about precedence,

parenthesize.

In what follows,

A, Al, A2, etc. will represent ARRAY's

TA, TAl, TAZ2," " * TEXTARRAY's
M, M1, M2, " " MATRIX EXPRESSION's
AE, AEl, AE2, " " = ARITHMETIC EXPRESSION's
B, Bl BZ, AU " BOOLEAN EXPRESSION's
A. ARITHMETIC OPERATORS

The operands for arithmetic operators are of REAL, INTEGER, or
FIXED types, and may be mixed indiscriminately in expressions. The result

of mixed arithmetic is always REAL.
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B. BOOLEAN OPERATORS

PRECEDENCE

OPERATOR MEANING FORM
. "NOT" ~B
A "AND" Bl A B2
\V "OR" Bl v B2

@ ' "exclusive OR" Bl@BZ

RESULT

B
B
B
B
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D. MISCELLANEOUS MATRIX EXPRESSIONS

FORM
AEL¥ )po By AE3

AE18)r2 BY AE3

M (AEL. AE2):p3 By aE4

MEANING

A MATRIX having AE2 rows and AE3 columns,
where all elements have value AE].

A MATRIX having AE2 rows and AE3 columns,
where all off-diagonal elements have value
0.0, and all diagonal elements have value AEl.

Submatrix of M, starting at row AEl and column
AE2, for AE3 rows and AE4 columns.,
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G, CONDITIONAL EXPRESSION

Genecral form; (B> El., E2).
This expression has either E1 or E2 as its value, depending on whether the
BOOLEAN expression B has value TRUE or FALSE, respectively. El and E2
are expressions which must have the same data type. This may be any

allowed data type, including MATRIX and ARRAY, for example.

V. STATEMENTS
There are a number of imperatives (called STATEMENTS) in the.
LEAP language. These are used to modify the values of the program
variables and the flow of control through the program. All statements in
LEAP must be terminated by one of the following, depending on context:
END
ELSE
A. ASSIGNMENT STATEMENT

General Form: <expression> - <variable or element of
a dynamic variable>;

This statement causes the value of the indicated variable to be reset to the
value of the expression.
Examples: REAL X, Y;
MATRIX M;
4.0~ X;
Xx2.0=-Y;
0,0 #3 Bt M;
1.0-M (3, 3);
Data type conversions take place where required and allowed. The following
table shows the allowed and resulting conversions. Blanks indicate that the

conversion is not allowed.
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VARIABLE
‘ TYPE
EXPRESSION
TYPE REAL FIXED INTEGER BOOL.
* Integer*

REAL Real Fixed (rounded) -
FIXED Real Fixed == ==
INTEGER Real - Integer -
BOOL. - - -- Bool.

The assignment statement may in fact be an expression if it is nested. This
facilitates multiple or intermediate stores. For example,
1-A-B;
assigns the value 1 to both A and B.
The subword form may be used as a variable in an assignment state-
ment. Example:

INTEGER X;
3 - X (1 = 4);

A special case of the assignment statement is the sub-matrix store
command. Example:
MxN-M (3, 5);
The matrix expression on the left will replace the sub-matrix of M whose
upper left-hand element is in row 3, column 5. If the new sub-matrix will

not fit into the indicated space, an error will be indicated at run-time.

‘ * No check is made for overflow: strange things may occur if a REAL number
larger than or equal to 1.0 is converted to a FIXED.
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B. TRANSFER-OF-CONTROL STATEMENTS
BL. Unconditional Go
General Form: GO
GOTO <statement label>;
GO TO

The GO statement causes a transfer of control to the statement indicated by
the "STATEMENT LABEL." A STATEMENT LABEL is a sequence of alphanumeric
characters, starting with a letter, which is assigned to a statement by
prefacing the statement with <statement label> = .
Example: 1.0-X;
Ll » X+1.0-X;

GO TO L1;
B2. Conditional GO Statement
General Form; GO
GOTO <B> D <label 1>, <label 2>;
GO TO

This statement causes control to go to either statement label 1 or statement

label 2, depending on whether the BOOLEAN expression is true or false.
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B3. Switch Statement

General Form: SWITCH VIA <INTEGER expression” TO <list of
statement labels>;

This statement causes a transfer of control to the statement label indicated
by the value of the INTEGER expression. If this value is out of bounds, an
error message will be given.

Example: INTEGER I;

SWI&‘CH VIAITO L1, L2, L3;
If I =1, then control will go to L1.
If I = 2, then control will go to L2.
If I = 3, then control will go to L3.
Cie IF STATEMENTS
General Forms: (1) IF <B>THEN <statement 1> ELSE <statement 2-;

If the BOOLEAN expression is true, <statement 1> is executed; if it is false,

<statement 2> is executed. If there is a "dangling ELSE" clause, it is

associated with the innermost IF clause. Example (la and 1lb are equivalent):
la. IF <B1>THEN

IF <B2> THEN
< statement 1-

ELSE
<statement 2>;

1b. IF <B1> THEN
BEGIN
IF <B2>THEN
<statement 1>
ELSgstatement 2>
END;
(2) IF <B>THEN <statement>;
the <statement™ is executed only if the BOOLEAN expression is true.
The word IFNOT may be used instead of IF in the above forms; in

this case, the BOOLEAN expression is complemented, and then examined.
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D. ITERATION STATEMENTS
General Forms: (1) FOR Ej = P STEP Ej 3

TO
THRU

where E), Ey, Ej are arithmetic expressions, P is a non-dynamic variable

2 E3 DO S;

or an array element, and S is a statement.
This statement causes statement S to be executed once for each new
value of P, the iteration variable. The statement is executed as if it were

written as:
El - P;

L1 1F |l P> E; THEN GOTO L2; (see note 1 below)
S;
P+ Ez - P;
GOTO L1

L2r

(2) FORE, - P STEP E, Vglg%ﬂms;

where E), E5 , E3, P and S are as above, and B is any Boolean expression.
Execution of this statement is analogous to the previous statement. Ex-
ecutions of statement S continue as long as:

(a) B is true (WHILE)
(b) B is false (UNTIL)
WHILE

= P B DO S;
(3) FORE, g i DOS

where El , P, B, and S are as above. This statement behaves as indicated

in (2) above, except that the iteration variable is not incremented.

WHILE :
(4) UNTIL B DO S;

where B and S are as above. This statement behaves as type (3), but has
no iteration variable.

CONTINUE STATEMENT

This is a statement which causes a jump to either the incrementing or
testing part of the FOR statement when execution of the remaining body is
not desired.

Example: FOR1l - PSTEP 1 TO 10 DO

BEGIN IF P.= 7 THEN CONTINUE:
END;

would cause execution for values of P = 1 through 6, 8 and 9.

Note 1: For TO, this operator is >; for THRU, the operator is >. If the
iteration variable changes sign or ever equals zero, then another
form of the FOR statement should be used.
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E. COMPOUND STATEMENT

It is often desirable to have a number of statements act as a single
statement, A group of statements which is preceded by the word BEGIN
and followed by the word END is called a COMFOUND STATEMENT. Note
that compound statements may be nested.

Compound statements may have "local" declarations of non-dynamic
variables (of types REAL, INTEGER, BOOLEAN, and FIXED) immediately fol-
lowing the word BEGIN. These variables are "local" in the sense that they
may not be referenced from outside of the compound statement, but they may
be referenced anywhere between the current BEGIN-END parentheses. The
NAMEs of these variables may have been used in an outer compound state-
ment or in the main program declarations. In this case, a NAME always
refers to the variable declared in the current innermost compound state-
ment. Note that one may GO into the middle of a compound statement.

B BLOCKS

A compound statement in which dynamic variables are declared is
called a BLOCK. Iteration statements, . = B statements (see
appendix 2), and PROCEDURES (see section VII) are also BLOCKS. One
may not GO into the middle of a BLOCK.

V. COMMENTS

Comments may occur anywhere in a program where a statement or
declaration may occur, Comments begin with the word COMMENT, and
end with a semi-colon. Any string of characters (excluding semi-colon)

may appear in between.

VII. PROCEDURES

A PROCEDURE is a subroutine which may or may not expect input
parameters and may or may not return a result. A PROCEDURE must be
declared before it is called. A PROCEDURE declaration must occur in a

declaration portion of the LEAP  program (see section IX) in one of the
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following forms:

(1) <REAL, INTEGER,BOOLEAN, or FIXED> PROCEDURE
<name of procedure> <plist>; <statement>;

(2) PROCEDURE <name of procedure> <plist>; <state-
ment>
In the above, the <cname>is any string of alphanumeric characters,
starting with a letter. The «plist>is a list of "parameter declarations,"
separated by semi-colons, preceded by {, and followed by }. If the pro-
cedure takes no parameters, the <plist> is absent. A "parameter declara-
tion" consists of a data type specification, followed by a list of names which
are separated by commas.
For example, the declaration of a PROCEDURE to find the largest
number in an array and store it in a specified cell would look like this:
PROCEDURE BIG {INTEGER ARRAY A; INTEGER AM, AB};
BEGIN INTEGER I;
Al - AB;
FOR 2 -1 STEP 1 UNTIL I>AM DO
LE AI>AB THEN AI - AB;
END:;
In this procedure, A, AM, and AB are procedure parameters. They represent
the true arguments given the procedure when the procedure is "called." Two
additional declarations are allowed in a procedure declaration to describe
arguments. They are;
LABEL Ll' LZ’ e » & Ln;
(type) PROCEDURE P1 ;
Examples: REAL PROCEDURE PYTHAG {REAL A, B}:
INTEGER PROCEDURE AVG {INTEGER I, ]}
PROCEDURE TEST {REAL PROCEDURE P; LABEL TAGY:

A procedure "call" may occur as a statement or an expression depend-

s P2, P3; (Again, type is optional)

ing on whether a data type precedes the word PROCEDURE in the procedure
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declaration. A procedure which is to be used as an expression is called
a FUNCTION. The procedure call has the following general form:
<procedure name> <a list>

The <a list>is a list of expressions, variables and elements of
dynamic variables, separated by commas, preceded by {, and followed
by }. If the procedure takes no parameters, the <a list>is absent.

The data type of each element in the <a list>is compared with
the declared data type of the corresponding element in the <p list>, and
an error is given if these do not match. For example, the following is a
statement calling the procedure declared above:

BIG {1LIST, 100, LARGLST};

where LIST is the name of the array, 100 is the maximum size, and LARGLST
will contain the largest element after the procedure is called. Note that
there are two kinds of parameters in the above example:

(1) parameters which are not changed by the action of the
procedure, but whose values are used (VALUE parameters:
LIST and 100, for example)

(2) parameters whose values are changed by the action of
the procedure (REFERENCE parameters: LARGLST, in
this case).

In LEAP all variables and dynamic variables may be passed to pro-
cedures as REFERENCE parameters; also, elements of ARRAYS may be

passed as REFERENCE parameters. However, TEXTARRAY elements, subword
expressions, and MATRIX elements may NOT be passed as REFERENCE para-

meters to. procedures.

VIII. RETURN STATEMENTS
Normally, procedures and functions return to the calling statement
at completion. However, an additional statement is provided to cause the
procedure or function to return from anywhere within the procedure body.
General Form: RETURN E;

where E is required for functions and not allowed for other procedures.
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E must be of the same data type as the function. This statement causes
the procedure to return to the calling statement. If the procedure is a
function, then the function value is E.
Example:
FUNCTION | REAL PROCEDURE LARGEST {RBAL X, Y};
DECLARATION{ IF X >Y THEN RBTI{'RN X ELSE RETURN Y;

FUNCTION '
LARGEST {4.0/1\, z.o/B} o 5O s

CALL

IX. PROGRAM LAYOUT
Each LEAP program must start with the word START and finish
with the word FINISH. The remainder of the program consists of two separate
parts: a sequence of declarations, followed by a sequence of statements.
Example:
START
REAL X, Y, Z;
ARRAY A {1 to 40};

GOTO ° L;
FINISH
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APPENDIX I

PRIMITIVES FOR DISPLAY OUTPUT

The display output facility in LEAP consists entirely of a collection of

library procedures for constructing and modifying a "picture data structure".
*

The picture on the screen at the console is generated by a display processor

which accesses and interprets picture-drawing commands from this picture data

structure. Typical commands tothe display processor are:

* %k

1) Place a dot at a specified position on the screen.

2) Draw a line or conic segment from a specified screen position
with a specified slope and length.

3) Display specified text starting at a specified screen position.

4) Call a "display subroutine", to be centered at a specified

position relative to the current frame of reference.
The "picture data structure" is simply a collection of display subroutines (called
GROUPS), each having a unique 16-bit integer identifier (ID). Each display sub-
routine (GROUP) consists of a collection of display ITEMS, each having a 16~bit
integer identifier (ID) which is unique within that collection of items. There are
two kinds of display items:
1) A linear sequence of commands for drawing simple picture fragments

and moving the beam, and

‘ * Effectively a separate, special purpose computer (see reference 1).

** Al positions are REAL expressions, ranging from -1.0 to +1.0.
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2) a "use" of a display subroutine, which causes the indicated
picture to be displayed as a subpicture of the group.
The library of procedures for constructing and modifying display groups and items
is tabulated below. Note the facilities for blanking items, drawing dotted
lines, moving the unintensified beam, deleting groups and items, and creating
uses. Groups are created automatically when required: e. g. when a use is
made of a non-existent group; when an item is "put" into a non-existent group.
When a group is deleted, all uses of it are automatically deleted. Display
subroutines (groups) are not re-entrant: the "structure" of the picture resembles
a tree.
One creates the first kind of display item as follows:
1) Declare the ID of the display item (a 16-bit integer) with a
"SETITEM" call,
2) Put points, lines, conics, and/or text into the display item via
PUTPNT, PUTLINE,* PUTMAT**, and PUTTEXT calls, and
3) Put the display item into a group via the PUTITEM call. (If the

display item is put into group zero, it will be displayed.)

The line will be drawn from the last position of the beam.

** The PUTMAT routine expects as input the parametric homogeneous matrix

representation of a point, a line, or a conic. Tor further information about
matrix representations of picture parts, see Reference 9.
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As an example of a LEAP program which uses the display output
facility, we have written down a program to display the scope diagonals:
START

CLEARSCOPE;

SETITEM {1};

LOADPNT {-1.0, -1.0};

PUTLINE {2.0, 2.0};

PUTITEM {0};

SETITEM {2;

LOADPNT {1.0, -1.0};

PUTLINE {-2.0, 2.0};

PUTITEM {0};

FINISH
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NOTES

(1) The X and Y coordinates of the display run from -1.0 to +1.0

(2) All ID's are INTEGER expressions

(3) All positions are REAL expressions

(4) The PUTITEM procedure does not re-initialize the display item
buffer. This implies that one may build a display item and copy
it into more than one group. Also, one may build a display item,
copy it into a group, then add more to the display item, copy it into a

group and so forth.
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APPENDIX II
THE ASSEMBLY CODE OPTION

A. General Description

A brief version of TX-2 assembly code has been implemented in LEAP
allowing the assembly and execution of machine code in LEAP programs. The

current implementation has no macro facility.

B.  Format
To begin assembly coding, the user types E . This character
causes the compiler to look for MARK S information. [E] marks the

end of the assembly information and the compiler returns to normal LEAP

processing. The form --- [E] : is equivalent to a statement in
LEAP.
C. Restrictions and Notes

1. Equalities are permissible, but all symexes used in forming
the equality must be defined.

2. The special symexes A, B, C, D, E are not automatically avail-
able, although they may be defined as equalities by the user.

3. Configs, hold bits, bit instructions, double indexing, and RC's
are allowed. When defining a bit, however, it is necessary to separate
the quarter-bit number by a comma (not a period).

Example: SKN4 3 YB
Configs and subscripts must also be single symexes.

4. When reference is made to a LEAP variable, the address of the
variable is used. This means that in the normal case LDA Q will put the
value of Q (a LEAP variable) in A.

5. All MARK 5 equalities and instructions must end with semicolons,
except for the last where is used.

6. Forward references are allowed in restricted cases. These are;

* MARKS is the assembler for TX-2.
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a) No operation is performed on the symex.
b) The symex is defined later by a '=' in LEAP or a '=' or
'=' in MARK 5.
7. Tags are assigned by use of a '=' or '~' followed by a MARK §
instruction, constant, etc.
8. There is no comma convention and constants follow the rules

of LEAP. Octal integers must therefore be followed by a decimal point.

Example:  JED 56- and 21 LDAX
9. One may not refer to a label or equality which has been defined
in .. statement from anywhere outside that statemant (e.g.,
equalities are "local" to the : B statement in which they are

defined.
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APPENDIX III

PRIMITIVES FOR INTERACTIVE INPUT

The facility for non~typewritten interactive input to a LEAP program
has two parts:
(A) a set of reserved variables and functions which directly
indicate the current state of the indicated input device
(see Table IIIA), and
(B) a simple sublanguage for communicating with the part of

the time-sharing system which handles input interrupts.

The interrupt sublanguage allows LEAP programs to "activate" the

’

various input devices at a TX-2 console,2 thereby asking the time-sharing
executive to gather relevant information at the exact time that an input

event occurs, and report this information to the user when he is next

active. The user may ask for certain status information to be recorded

along with the specified input event. For example, he may ask that the

real-time clock reading be recorded whenever a knob changes state:

(1) ACTIVATE SKNOBS REPORTING _SRTC*;

The time-sharing executive reports input information to the user by
maintaining a list of events, each with appropriate cause and status infor-
mation. The user may ask for information about the next event; an entry will
be removed from the list of events, and the cause and status information will
be reported to him. If the list is empty, he will be notified. The
user calls a reserved procedure to get information about the next event:

GETNEXTINT;

This procedure stores the appropriate cause code (an INTEGER) into the reserved
variable aCAUSE, and device status information into appropriate reserved
variables (e.g. if the event were a knob change, the state of the four knobs

would be copied into the reserved variablesaKNOB 1, aKNOB 2, aKNOB 3, and

aKNOB 4). If a request to report the real time clock reading accompanied the
knob activation statement (as in (1)), the reading taken at the time of the

event would be stored into the reserved variable ¢RTC. If the list of events

*reserved words in the language are in CAPITALS.
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is empty, the GETNEXTINT procedure would store zero into aCAUSE and
then return.
The input sublanguage consists of three special statement forms,
and a number of reserved variables, procedures, and functions,
(1) Statements in the input sublanguage:;
(a) ACTIVATE < input device name> ;
(b) ACTIVATE < input device name>REPORTING < report list>:
(c) DEACTIVATE < input device name> ;

The "input device names" are listed in Table III B. Note that there are
four interval timer device names, each of which may be activated with a
unique interval time, in milliseconds. The minimum interval time is 64
milliseconds; the maximum is 218 milliseconds,

The "report list" consists of one or more "report specifications, "
separated by commas (see Table III C).

(2) Reserved variables in the input sublanguage are presented in
Table III D. Reserved functions are presented in Table III E, and reserved

procedures are shown in Table III F.



RTC
KNOBS
TOGS
EIR
COR
KNOB1
KNOB?2
KNOB3
KNOB4
TBLTX

TBLTY

TBLTSW1
TBLTSW?2
TBLTSW3
TOG1
TOC? 2

TOGS
META
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DATA TYPE

INTEGER
INTEGER
INTEGER
INTEGER
INTEGER
FIXED
FIXED
FIXED
FIXED
FIXED

FIXED

BOOLEAN
BOOLEAN
BOOLEAN
BOOLEAN
BOOI-.EAN

BOOLEAN
BOOLEAN

NOTES

real time clock register
knob register

reg. 377621

8
reg. 3776218
reg. 3776228

quarter 1 of knob reg.
quarter 2 of knob reg.
quarter 3 of knob reg.
quarter 4 of knob req.

x-coordinate of tablet 12
stylus
y-coordinate of tablet

stylus

switches which become
TRUE as the tablet stylus
moves toward the tablet
surface.

BITS 1.1 thru 1.9 of
reg. 377621g- if the

bit is a 1, value is TRUE
0 => FALSE.

META bit on knob register

TABLE IIT A: RESERVED VARIABLES AND FUNCTIONS FOR INTERACTIVE

INPUT,



DEVICE NAMES

BTARGET

STRACKSTART
3TRACKEND
SSWCHANGE

SBINTM1 {<# millisecs>}
3INTM2 {<# millisecs>}
SINTM3 {<# millisecs>)
3INTM4 {<# millisecs>}
BINTMS

8KNOBS

gEIR
gKEYBOARD
SINKING
8TRACKING
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VALUE OF oCAUSE AUTOMATIC REPORT
(in octal) (in addition to «CAUSE)
1 «ITEMSEEN , «GRPSEEN
2 oTBLTX, oTBLTY
3 oTBLTX, «TBLTY
4 «TBLTX, oTBLTY
G
B e s e e )
7 e
1 0 cmsemeees
i, 0 esdwes =
12 oKNOBI ,oKNOB2, oKNOB3,
«KNOB4
13 «EIR
) S
17 oNUMSTROKES

TABLE III B: INPUT DEVICE NAMES AND THEIR OCTAL CODES, AND

RESERVED VARIABLES AUTOMATICALLY REPORTED.

REPORT SPECIFICATIONS

BKNOBS

gEIR
BRTC
g TBLTPOS

TABLE III C: REPORT SPECIFICATIONS

NOTES
causes oyKNOBI thru ¢qKNOB4 to be set
up.
causes oEIR to be set up.
causes gRTC to be set up.

causes ¢TBLTX and ¢TBLTY to be set up.
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RESERVED VARIABLES DATA TYPE

oKNOBL1 FIXED
aKNOB2 "
oKNOB3 8
oKNOB4 B
oTBLTX =
oTBLTY o
aEIR INTEGER
aRTC "
oITEMSEEN -
aoCAUSE %
oGRPSEEN .
aNUMSTROKES L

TABLE III D: RESERVED VARIABLES FOR THE INTERACTIVE INPUT

SUBLANGUAGE.,
FUNCTION AND PARAMETERS DATA TYPE NOTES
NUMPOINTS {<stroke number>} INTEGER value is the numbear of ink

points in the indicated stroke

INKX {<stroke number>,<point
number>} X and Y coordinates of the
, FIXED indicated ink point

INKY {<stroke number>,<point
number>}

TABLE III E;: RESERVED FUNCTIONS WHICH ARE RELATED TO THE
INKING EVENT,
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PROCEDURE NAME

CLEARINK (no parameters)

TURNOFFINTS (no parameters)
CLEARINTS (no parameters)

SETPENMODE {<display group ID>,
<pen mode:; 0,1,2, or 3>}

GETNEXTINT (no parameters)

NOTES

This causes the ink to be removed
from the display, and the inking

machinery to be re-armed.

Turn off all interrupt devices.

Clear out the list of input events.

See Note 5 below.

The GETNEXTINT reserved procedure
reports the next occurrence of an
input event by setting up «CAUSE
with the appropriate code and
setting up the appropriate reserved
variables. If there is no event
recorded, «CAUSE will be set to

zero.

TABLE III F: RESERVED PROCEDURES FOR THE INTERACTIVE INPUT

SUBLANGUAGE.
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SAMPLE PROGRAM

This program displays a smooth line for every line drawn in with

the tablet stylus.

START
INTEGER

TAGlw=

TAG2"

FINISH

ITEMNUM;

ACTIVATE 8 INKING;

0 -~ ITEMNUM;

CLEARINK;

GETNEXTINT;

IF aCAUSE = 0 THEN BEGIN SHADE; GOTO TAGL END;

IF «CAUSE # 17. THEN HELP;

IF «NUMSTROKES # 1 THEN GOTO TAGZ2;

SETITEM ({ITEMNUM + 1 .ITEMNUM };

LOADPNT { INKX (1,1} tINKY {1,113}

PUTLINE { +INKX {1, NUMPOINTS {1 }}- INKX {1, 1},
t INKY {1, NUMPOINTS {1}3}- INKY {1,1}};

PUTITEM {0 };

C LEARINK;

GOTO TAGI

MISCELLANEQOUS NOTES

1)

One can optionally specify an "inking wait duration" (i.e. time
delay between lifting the pen from the tablet surface and
receiving the inking interrupt) by specifying an integer value

between 0 and 100 when activating inking:

ACTIVATE gINKING {<INTEGER >}
ACTIVATE BINKING {40} REPORTING BEIR;

The increment is 5 ms; the default (normal) delay is 500 ms

(1/2 second).
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-1 <coordinate value <1

"ACTIVATE PTRACKING" simply renders the tracking dot

visible; no input event is associated with this input device.

CLEARINK must be executed (after activating inking) before

inking will occur.

The "pen mode" attribute of a display group specifies the

relationship between the picture indicated by the group and

information to be reported to the user when a target is "seen"

by the pen.

In the case where a target has subpictures (uses)

as parts, the user must specify which item in which group is

to be reported when a target is seen.

He does this by specifying

a "pen mode" for each display group; this indicates which group

is the "working level": item ID's from this group are reported

when a target is seen. There are four pen modes:

0)

1)

2)

Normal (default) mode: look above here for the
working level.

Picture parts here and below are invisible to the
pen.

(Unused).

Working level: this group contains a group of
targets; report the IDof this group and the ID of

the item seen by the pen.

‘o' prefixes denote reserved variables which are stuffed

by GETNEXTINT (e.g. «KNOBI1).

"8" prefixes denote device names (e.g. g KNOBS).

No prefix (see TABLE III A) denotes a reserved variable

or function whose value is a direct reading of the

indicated device status when the reference is made

(e.g. KNOBI1).
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APPENDIX IV
TEXT AND NUMERICAL 1/0

A. TEXT AND NUMERICAL INPUT

TABLE Al. RESERVED VARIABLES AND PROCEDURES
TABLE AZ. DATA TYPE CODES

TABLE A3.

TABLE A4. READ ERROR CODES

B TEXT AND NUMERICAL OUTPUT
1. TEXTARRAY OUTPUT STATEMENTS
a., PRINT
b. XEROX
c. SHOWTEXT
d. STORETEXT

2. FORMAT STATEMENTS
3. FORMATTED OUTPUT STATEMENTS

a.

PRINT FORMAT

b. XEROX FORMAT

c.

4. T

GATHER FORMAT
HE OUTPUT LIST

ALLOWED DATA TYPE CONVERSIONS FOR THE READ STATEMENT
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V. A. TEXT AND NUMERICAL INPUT

The facility for typewritten input to a LEAP program is line-oriented
and format-free. Normally (see SETSMACKER procedure), a line which is
being typed in is not processed until a read-in key or carriage return key
is pushed. Five special function keys are allowed;

a) The DELETE key: deletes the previous character typed,
unless there is no previous character on this line.

b) the WORD EXAM key: delete the previous input word on this
line, and any trailing spaces or tabs.

c) the NO key: delete all previous characters on this line.

d) the YES key: types a clean version of the input line so far.

e) the READ-IN key: terminates the line, using it as a text file
name, and pushes the contents of that text file onto the source
of input characters.

An input line consists of a sequence of input words, separated by
spaces and/or tabs. The READ statement takes a list of variables as its
argument, and attempts to read one input word into each variable, working
from left to right, until the argument list is exhausted. If there are not
enough input words to satisfy the argument list, the system will wait for
sufficient input from completed input lines to be typed. As each input
word is read into a variable, allowed data-type conversions are made (see
Table A3). The data-type of the input word is determined from its format
(see the discussion of constants in Section I. A), and the data-type of the
variable is known from its declaration. Only variables of the following types
may be arguments to a READ statement:

REAL
INTEGER
BOOLEAN
FIXED
TEXTARRAY

If a TEXTARRAY variable is the argument, an input word will be copied
character by character into the indicated textarray, starting with the first
element in the textarray. The value of each textarray element will be the

integer character code for the indicated character. The next available
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element in the textarray will have the value 777g to indicate end-of-word.

The reserved INTEGER variable «CHARCNT will contain the number of

characters read into the TEXTARRAY (not including the 777g character).
There are two general forms for the READ statement:

a) READ <list of variables separated by commas>;
(example: READ X, Y, I, IBA;)

b) READ {<ID: an integer expression>} <list of variables>;
(example: READ {37}X, Y, I, IBA;)
The second of the above forms is used to indicate an identifying integer
for the READ statement; in case of a read error, this integer is reported
to the user along with the appropriate read error code (see Table A4.).
The READ statement reads input words; there is another statement

for reading input characters:

a) READCHAR <list of INTEGER variables>;

b) READCHAR {ID} <list of INTEGER variables>;

This statement takes a list of INTEGER variables as its argument, and
attempts to read one input character into each variable, going from left
to right, until the argument list is exhausted. The indicated integer
character code is stored into each variable. Spaces, tabs, and carriage
returns ARE treated as input characters. If there are not enough input
characters to satisfy the argument list, the system will wait for sufficient
input from completed input lines to be typed.

The second READCHAR statement form is similar to the second
READ statement form; in case of a read error, the indicated ID is reported
to the user along with the appropriate read error code (see Table A4.).

The user may disable the built-in facilities for reporting a read

error by executing a statement of the following form:
SETRDERLBL <label>

This causes the system to note the indicated label, and transfer control
to it instead of printing an error message when the next read error occurs.

Appropriate information is stored into reserved variables when a read
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error occurs (see Table Al.).

The user may cause his program to take its input from a text file
rather than from the keyboard. At execution time, he may type the name
of a text file, and then hit the READ~IN key. This causes the indicated
text to be read in exactly as if it were typed in. When the text file is
exhausted, a message will be printed out, and input will again be taken
from the keyboard. Note that no change need be made to the user program.

The user may re-read an input word or input character on the current
input line by storing away and later resetting the system's input pointer.*
This pointer is kept in the reserved variable INPTR (see Table Al.).

TABLE Al. RESERVED VARIABLES AND PROCEDURES FOR
THE LEAP INPUT FACILITY
(1) READNUM (INTEGER)
The value of this variable is set to the ID of the offending
statement (if specified) when a read error occurs.
(2) RDERRCODE (INTEGER)
The value of this variable is set to the read error code
number (see Table A4.) when a read error occurs.
(3) RDTATYPE (INTEGER)
The value of this variable is set to the data type code
of the input word if an illegal mode conversion is requested.
(4) ENDOFLINE (BOOLEAN)
This variable is set to FALSE at the beginning of each

READ and READCHAR statement execution, and set to TRUE at

the end of the execution if there is no more input on the current line.
(5) INPTR (INTEGER)

The value of this variable is a pointer to the next character
on the current input line.
(6) LASTINPTR (INTEGER)
This is an integer reserved variable which is used to
store the previous value of INPTR. Each time an input character

or input word is to be read from the current input line, the value

Note that INPTR may not be reset to point into a previous input line.
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of INPTR is assigned to LASTINPTR. If a new input line must be
fetched, LASTINPTR is reset to the beginning of the new line.

The system uses the value of INPTR as its pointer into the current
input line; the user may save LASTINPTR or INPTR, and reset INPTR
if desired. Note that INPTR may not be reset to point into a previous

input line.

(7) ISCHARINPUT (BOOLEAN PROCEDURE; no parameters)
This returns the value TRUE if there are any characters left
on the current input line, or if there is another completed input

line available; the value FAISE is returned otherwise,

(8) ISWORDINPUT (BOOLEAN PROCEDURE; no parameters)
This returns the value TRUE if there are any input words left
on the current input line, or i there are input words on any new,

completed input line; the value FALSE is returned otherwise.

(9) CLEARKBDLINE (PROCEDURE; no parameters)

This removes all input from the current input line.

(10) CLEARKBD (PROCEDURE; no parameters)
This femoves all completed input lines from the source of typed
input,
(11) READINTEXTFILE (PROCEDURE; Textarray parameter)

This procedure pushes the textfile whose file name is given onto the
stack of input character sources. If the parameter is not a correct textfile name,
a READ ERROR #12 will result.

Example; READINTEXTFILE { 'STANDARDTEXT' };
(12) SETSMACKER (PROCEDURE; boolean parameter)

This procedure allows the user to access single characters
typed on the keyboard before a carriage return is typed. Only the func-
tions READCHAR and ISCHARINPUT are changed. After a call of the
form SETSMACKER {FALSE }, READCHAR will return any character typed,
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including the five function keys which, obviously, have no effect
when accessed in such a manner. This is a special mode of operation,
primarily for those who wish to use the keyboard as a set of control
keys, rather than as a source of input text lines or words., Under
this mode, READ acts as it always does, but INPTR, LINPTR, and
ISWORDINPUT should not be used.

The normal mode for the read package is restored by executing a

SETSMACKER{TRUE};

Statement.
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DATA TYPE CODE
BOOLEAN 1
INTEGER 2
FIXED (FRACTION) 3
REAL 4
ALPHANUMERIC 5

TABLE A2. DATA TYPE CODES

if fractional part
# 0 = error

if 21 = > error

TYPE OF
VARIABLE

TYPE OF

INPUT WORD INTEGER FIXED BYTEARRAY BOOLEAN

REAL error J

INTEGER /M error 0 = FALSE
FIXED error VM error 1 = TRUE
ALPHAN error error error I any other =

ERROR

TABLE A3. ALLOWED DATA_TYPE CONVERSIONS FOR
THE READ STATEMENT
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TABLE A4. READ ERROR CODES

CODE (in OCTAL) ERROR

1 illegal mode conversion - example:

you tried to read an INTEGER into
a FIXED (fraction) variable.

2 too many characters on this line

3 used ISWORDINPUT while SMACKER
was off

4 you tried to do a READCHAR into a

variable of different type then INTEGER

12 tried to read-in a nonexistent text file
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Bs TEXT AND NUMERICAL OUTPUT

1. Statements which output a text array:
a) PRINT <text array>;
b) XEROX <text array>;

This statement causes the indicated text to be appended
to the XEROX buffer. This buffer is maintained by the APEX
executive. The following statement causes the XEROX buffer
to be printed and then cleared:

DUMP XEROX;

c) SHOWTEXT {<text array>, <display item ID>, <display group ID>,
<X position>, <Y position> 1};

This is a reserved procedure which causes the indicated
text to be added as a display item to the current display structure.
The indicated position coordinates specify the position of the lower
left comer of the first character.

d) STORETEXT {<text array>, <X position>, <Y position>};
This is a reserved procedure which causes the indicated

text to be displayed on the storage tube at the indicated position.

2. TFORMAT Statements

The FORMAT statement is used to define a format descriptor, and

associate it with a format description. A format description is used to

specify the manner in which printed output is to be formatted. For example,
a format description may indicate the number of digits to be printed after
the decimal point of a real number, or the number of spaces between fields
on an output line, or whether to print or suppress leading zeros.
The FORMAT statement has the following general form:

FORMAT <name of format descriptor> (<format description>);
A FORMAT statement should appear as a declaration in a declaration portion
of a LEAP program.

In general, a format description consists of several data descriptors

which are separated by vertical bar or slash. In addition to separating

data descriptors, a slash causes a carriage return to be inserted on the
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output line when the format description is applied to data to be output.
Data descriptors in a format specification are matched to data
arguments on a one-to-one basis. A full discussion of the format scan
and list matching follows this section.
In general, a data descriptor consists of a combination of desig-
nators to specify the different portions of the data argument which is
to be printed. Nesting of data descriptors is accomplished by parentheses
preceded by an optional replicator (see the examples). The general form
for a number specification is:
[SIGN] [WHOLE DESIGNATOR] [POINT] [ FRACTIONAL
DESIGNATOR] [ CONVERSION] [ MODIFIER].
Some of these fields are optional (see the examples).
Numbers are converted to characters according to the conversion
designator. These are:

for octal integer.
for decimal integer,

for fraction,

ta| | ] R

for mixed plus exponent of 10,

for mixed number, and

x| =

for alphanumeric

The modifier is an integer constant specifying the power of ten
(or eight for octal integers) which multiplies the number before it is
placed for output. For example, T 2, would cause the integer to be mul-
tiplied by 100 (1 02) before processing.

The sign of a number is specified by an optional portion of the
specification. The sign may have either a fixed or floating position.
A fixed sign is declared by having only a single + or - sign. A floating
sign is declared by preceding the sign with a replicator larger than 1.
This defines the sign field. The + causes the sign to be printed regardless
of its value; the - causes only negative signs to be printed.

A fixed sign is printed in the specified position at the left of the

field. A floating sign is printed either at the left of the first significant
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digit or at the right of the sign field.

A decimal point is indicated by a comma.

Both the whole and fractional parts of a number are used to
describe the digit positions before and after the decimal point. The
two digit designators are:

B Print digits, but suppress leading or trailing zeros

7 Print digits with leading or trailing zeros.

These designators must be ordered if both are used to describe
either whole or fractional parts. For the whole part of a number, (D)
must precede (-ZT) , and for the fractional part, (E) must precede (B).

There are two special output descriptors which may be used in a
format description:

(a) S (insert a space character)

(b) 0 (insert a tab character)

Examples of the FORMAT statement follow:
(a) FORMAT F1 (6 D I);

Specifies a six digit decimal integer with leading zeros supressed.
If a sign is not specified, + is assumed.

(b) FORMAT F2 (- 7 D, 3 Z R);

" Specifies a real number having seven integer digits, and
three fractional digits, with trailing zeros. A sign will
be printed only if the number is negative.

(c) FORMAT F3 (7 A);

Specifies seven integer numbers, which will be treated as
character codes, and printed as the indicated characters.

(d) FORMAT F4 (3 (4DI1i-5D, 6 DE) | 2 A);
Specifies three pairs of numbers (the first of each pair
an integer, the second a real) followed by two character codes.
3. Statements for Formatted Output
There are three statements which generate formatted output:
(a) PRINT FORMAT <format descriptor> , <output list>;

This causes the indicated output to be printed on the Lincoln



(b)

(c)
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writer (see the discussion of the output list below).

XEROX FORMAT <format descriptor>, <output list>

This causes the indicated output characters to be put into
the APEX Xerox buffer. The user program must force this
buffer to be dumped by executing a

DUMP XEROX;
statement.
GATHER FORMAT <format descriptor>, <output listy;

This causes the indicated output characters to be appended
to a special reserved textarray named QUTPUT. This
textarray may be used as a parameter to the statements
described in section B of this appendix, for example. The
following special statement clears and reinitializes the
OUTPUT reserved textarray:

CLEAROUTPUT;

There are several restrictions on the use of this textarray:
(i) Storage for the elements of OUTPUT is auto-
matically allocated, and is of a fixed length
(500 characters). Do not attempt to re-declare or
assign storage to OUTPUT.

(ii) References may be made to the elements of OQOUTPUT,
but do not attempt to move the 777. character if
subsequent GATHER statements are to be executed
before a CLEAROUTPUT is done.

4. The Output List

The output argument list in a formatted output statement consists

of arithmetic expressions and braced FOR statements. The comma is used to

separate list elements.

The braced ({ }) FOR statement is an iterative output argument.
This means that several elements of the argument list may be indicated by
one FOR statement. The braced FOR statement has the same form as the
regular FOR except that the DO clause is an arithmetic expression or another
braced FOR statement.
Examples: {FOR 1 =1 STEP 1 THRU 10 DO A}
would be equivalent to listing arguments A} . . . AlQ.
{FOR 1 ~ISTEP 1 UNTIL I> 10 DO
fFOR 1 =] STEP 1 UNTIL > 10 DO A, . By, 1}}

would be equivalent to listing elements Ay 1., By ,1. A} ., B2 1. ..
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- vt o4

9 il

A10,10’ B1o,10-

{FOR 1 ~ISTEP 1 UNTILI>J DO
{FOR 1 ~KSTEP 1 UNTIL K> 3 DO A; y}}

would cause the variables A} 1., Ay 2. A1,3, Az, 1. etc. to be used.

The processing for formatted output is controlled by the output
list. The format description is scanned and processed until a data de-
scriptor is found. The next output argument is then fetched and processed;
the format scan is continued until there are no more arguments. If the
end of the format description is reached before the output list is
exhausted, a carriage return is automatically inserted, and the scan
restarts from the beginning.
Examples:
FORMAT F (5 D I)
PRINT FORMAT F, A, B, C;
causes A, B and C to be printed as 5-digit integers on separate lines.
FORMAT F (5(5 D I);
XEROX FORMAT F, X, Y;
cause X and Y to be placed in Xerox buffer as 5-digit integers on one line.
FORMAT F (2(5D, 3D E))
PRINT FORMAT F, fFOR 1 -1 STEP 1 UNTILI > 6 DO
{FOR1-JSTEP1 UNTILT> 2 DO AIJ}};
. A

causes array elements All' Alz' A oo ASZ to be printed as

21" "22"

real numbers, two to a line.
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APPENDIX V
*
SUBPROGRAM LINKAGE FACILITY

A. GOUPTO AND PEELBACK
There is a facility for going up to a LEAP program from a LEAP pro-
gram with input parameters and output parameters. The calling program
executes a statement of the form;
GOUPTO <TEXTARRAY expression> <argument list>;

where the TEXTARRAY contains the name of the LEAP program to be called,
anc the argument list may be;

a. null, if there are no parameters.

b. {<INPUT parameter list>}, if there are only input parameters.

c. {; <OUTPUT parameter list>}, if there are only output para-
meters, and

d. ({<INPUT parameter list>; <OUTPUT parameter list>}, if there
are both.

Input parameters may be variables or expressions; output parameters must be
variables. '
In the called program, if there are any input parameters, a declaration

of the form
INPUT {<dec1aration list> 1;

must appear immediately after USELEAP, or after START if there is no
USELEAP. The declaration list is similar tc the declaration list for a
PROCEDURE declaration, with the exceptions that LABEL and PROCEDURE
parameters are not allowed, and a program may use the "FILE" declaration
to pass the name of a file (or any name) in the public or private directory
as a parameter in the GOUPTO statement. A "directory item" parameter is
put into the connector, and the INPUT declaration on the upper map causes
the text of the file name to be made available. The "FILE" declaration is
used on both maps as follows:

Examples:

lower map: GOUPTO 'BLOP' {FILE 'SAM', . . .}

*
For an introduction to the APEX time-sharing executive and features of the

time-shared virtual machine, see references 6 and 11.
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Upper map
(in the program BLOP):
START
INPUT {FIIE X, & = o105

After the INPUT declaration on the upper map, X behaves like a

declared TEXTARRAY variable, having the FILE NAME as its

value.

When the called program finishes, it may execute a PEELBACK
statement:

PEELBACK {output parameter list};

or simply execute the FINISH statement,

B OVERLAYS

A LEAP program may be segmented into one main program and
several subprograms (called OVERLAYs). At execution time , the main
program is set up on the user's map, and remains set up until execution
terminates. Overlays may be set up and dropped from the map under
program control. Only one overlay at a time may be set up. The main
program must be no larger than one book of code, and each overlay is
similarly restricted. At compile time, the user must use the BBIN7com-
mand to compile his program if overlays are declared within.

The overlay facility was implemented for three reasons:

(1) to help reduce the maximum core requirementboth at
compile-time and at run-time,

(2) to provide an alternative to the GOUPTO facility, which
may cause large inefficiencies if much information is passed
between maps, and

(3) to get around the requirement (imposed by the VITI-“.L7
system) that the total code compiled for any one program not

exceed two books.

Overlay declarations should appear immediately before FINISH

in a LEAP program. Overlay declarations may not be nested. A LEAP
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program in which overlays are declared should have the following general form:

START
< entire main program s

DEFINE OVERLAY '<«character string >':
< Statement 5,

DEFINE OVERIAY '«character string ' ;
< statement >;

FINISH
Example:
START
REAL X, Y;
3.0 4X:

DEFINE OVERLAY 'OVL1';
BEGIN

END ;
FINISH
There are three statements in LEAP which are related to the over-
lay feature;
(1) CALL <« textarray expression s;
This statement causes the overlay with the indicated

name to be set up, and control to be transferred to the first state-
ment in the overlay. If a different overlay is already set up when

this statement is executed, it will be dropped from the map.

(2) OVERLAYRETURN;
This statement causes control to return from an overlay
to the statement following the CALL statement last executed.

Note that one overlay may call another overlay; the calling
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overlay is re-set up before control is returned.

A GOTO statement which transfers control to a label in the main

program may be executed from within an overlay (if the label is not within
4 block). Note that labels declared within an overlay may not be referenced

from outside the overlay.

(3) DROPOVERLAY;
This statement causes the current overlay (if any) to be

dropped from the current map.
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APPENDIX VI

ERROR DETECTION IN LEAP

PRODUCTION ERRORS

i)

These errors appear in the syntax phase of compiling .* They are
noted by the following comment;
PERRXXXX EDITARG
-------- (line in error)
where, XXXX is the error number, EDITARG is a standard argument defining
the line in error, and asterisks mark the current scan pointer at the occur-
rance of the error.

HINT: If the error occurs on the first word of the line, then the error may
be caused by an incorrect end to the preceeding line.

B SEMANTIC ERRORS
These errors are caused by the VITAL mechanisms and may in-
dicate an error in the compiler. They are noted by the comment:
SERR XXXX EDITARG
--------- (line in error)
where XXXX .and EDITARG are as previously defined. If these errors occur,

the user should consult the staff.

(S SEMANTIC FAULTS
These faults occur in the semantics of the language and are noted
by the comment:
FAULT XXXX EDITARG
---------- (line in error)
where XXXX and EDITARG are as defined for production errors.
A complete tabulation of both compile-time and run-time errors

and probable causes is presented below.

*The LEAP compiler was written using the VITAL compiler-compiler, and is

housed in the VITAL system. For information about VITAL, see reference 7.
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APPENDIX VII
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MISCELLANY
A. OTHER RESERVED FUNCTIONS
DATA TYPE FUNCTION NAME ARGUMENTS NOTES
FIXED SIN FIXED; part of w;
i.e., .5=190° SINE
REAL SINR REAL number in radians SINE
FIXED CcOS FIXED; same as SIN COSINE
REAL COSR REAL number in radians COSINE
FIXED ATAN {AX, 4Y} both FIXED ARC TANGENT
REAL ATANR REAL number ARC TANGENT
FIXED SQRT FIXED SQUARE ROOT
REAL SQRTR REAL SQUARE ROOT
FIXED PYTHAG {X, Y} both FIXED comgutes SQRT
(X% + Y2
REAL LOG REAL LOG g
REAL LOGE REAL LOG,
REAL EXP REAL eX
B LEAP BIN MODES

The "bin" command to VITAL may be followed by a vertical bar, and

an octal number.

)
2
< 8
4

S

These mode numbers may be combined:

e.g.

| 1 causes the LABEL table to be Xeroxed
| 2 causes the SYMBOL table to be Xeroxed

| 4 causes a formatted listing to be Xeroxed

, 10 disables the compilation of code to check subscript
bounds and SWITCH bounds.

,20 disables the compilation of code to check the data
type of LEAP items when vy is used.

C. SYNONYM FEATURE

| 7 causes all three listings to be Xeroxed

One may define a synonym to a declared variable or to a procedure

in LEAP; for example, if XYZ is a declared variable or a procedure, then

W = XYZ:
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is a DECLARATION which will assign the "semantics" of XYZ to W,

Subsequent reference to either XYZ or W will have identical meaning.

B NO KEYBOARD BUFFER OPTION

The following declaration, occurring anywhere in a declaration
portion of a LEAP program, will suppress the assignment of a keyboard
buffer at run time:

NOKBBF;

E. SEGMENTING A LEAP PROGRAM DIRECTIVE
There is a feature in LEAP which allows the compilation of a

LEAP program from text files rather than from a VITAL directive. This is
useful if the directive is larger than two books, or if core space at com-
pile time is at a premium. Only one text file is set up at a time during
compilation.
Note that:

(1) The user cannot ask VITAL for a program listing, or for

a formatted listing.

(2) Compile~time error messages will usually be garbled.
The use of this feature is described below:

The user deals with his program in text file form.
He may direct the compiler to take its input from the keyboard,

and proceed to specify the text files which are to be read in.

The compilation is then performed.

The user directs the compiler's attention to the keyboard by ask-
ing to compile a program consisting of one special word:

GETFROMKB
He specifies that a text file be read in by typing the name of
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the text file followed by the READ-IN key. For example, if
BLOP is a large program, having TAG as a label about half=-
way through, then the following sequence of events in VITAL

will compile BLOP:

TYPED BY
SYSTEM CLEAN
USER wwl SLEAP
USER w=C BLOP
USER ~=DIR Fl|| #-TAG
USER »=DIR FF|| TAG— ?
USER »=FRESH
SYSTEM FRESH
USER »=INS %
USER GETFROMKB
USER
USER w=BBIN
USER F R
USER FFR
SYSTEM o
F. OTHER RESERVED PROCEDURES
1. SHADE;
This causes the user to go into the shade.
2. HELP;

This causes a HELP call.
3. ASSIGNRECOGNIZER ( <TEXTARRAY >);

The TEXTARRAY parameter indicates the name of the
file which is to be used henceforth as the character recognizer.
4, There is a reserved procedure which calls the character

*

recognizer: RECOGNIZE;

When this procedure is called, a full inking buffer should be
available, and the ASSIGNRECOGNTIZER procedure should

previously have been called,

*For information on the TX-2 drawn character recognition facility, see
roforence 1.



67

The following reserved variables will be set up by the procedure:

@CHAR (INTEGER) character code (-1 if no recognition)
aXMAX (FIXED) maximum X coordinate
oaXMIN (FIXED) minimum X coordinate
aYMAX (FIXED) maximum Y coordinate
oaYMIN (FIXED) minimum Y coordinate
aXCEN (FIXED) X coordinate of center
«YCEN (FIXED) Y coordinate of center

EXAMPLE:
(reserved words are underlined)
START
INPUT {FILE REC };

ASSIGNRECOGNIZER {REC};

GE:I‘NEXTINT;
IF aCAUSE = 17. THEN.
BEGIN
RECOGNIZE;
IF oCHAR = -1 THEN HELP;

END:;

FINISH

5% A reserved procedure for "going up to" the character-recognition
trainer (STRAIN). This procedure expects the ASSIGNRECOGNIZER procedure
to have previously been called.

TRAIN;

6. A procedure which takes a TEXTARRAY as a parameter, and "goes

up to" the scope editor
EDIT { < TEXTARRAY >};
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7 Two reserved procedures for allocating and emptying books
at run time:
(a) FREEBOCK - an INTEGER function which requires no
parameters, and returns the number of an empty book
(1 thru 17) as its value.
Book 0 is automatically free for use; allocation of
other free books must be done through FREEBOOK.
(b) EMPTYBOOK {<INTEGER quantity > };
A procedure which causes the indicated book to be
emptied (JED 123).
8. KEYBOARDEDIT {<TEXTARRAY > }; This calls the keyboard editor,
with the indicated TEXTARRAY as input. It works just like the
EDIT procedure.
9. BASICTRANSLATE {<TEXTARRAY >} ;
This passes the indicated text up to SBTF.
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G. EXTERNAL PROCEDURES

This is a facility for defining a procedure or function that during
run-time will exist outside the LEAP system. The experienced user will
find this useful in linking MARK 5§ and LEAP programs. The following is
the external procedure declaration form:

EXTERNAL <LOC>, <normal procedure definition header>;

where LOC should be an octal integer constant defining the absolute
location of the procedure and a regular procedure definition follows.
Example: EXTERNAL 411.,REAL PROCEDURE SUMSQ {REAL Al, A2};
defines the real function SUMSQ at location 4118 with two real
arguments.
The calling sequence generated by LEAP is
IESlO LOC
address of argument 1

address of argument 2

address of argument n

expected return point -~

I LIST OF RESERVED WORDS AND SYMBOLS

Note that all Mark 5 op-codes are also reserved words in LEAP.
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